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1 Introduction 

This document provides instructions on how to install and use the OSS Easy API web client module. 

This module enables access to numerous web API data services from Niagara supervisors and JACEs. 

2 Requirements 

It is assumed that the user is trained in the use of Niagara 4 and is familiar with the use of web APIs. 

The OSS Easy API software is only compatible with Niagara versions 4.10 or later. 

You must read the End User License Agreement at the end of this document before using this 

software. 

3 Installation 

3.1 Niagara Software Module Installation 
Before the OSS Easy API software can be used, the Niagara software modules must be installed on 

the user’s PC and the target host. 

The ‘ossEasyAPI-rt.jar’ file supplied by One Sight Solutions must be installed on the host using the 

Niagara platform software manager.  

This software file must also be installed in the appropriate Niagara modules directory of any PC on 

which you intend to access the OSS Easy API software. 

3.2 Niagara Software Licensing 
The host running the OSS Easy API software must be licensed by One Sight Solutions before it will 

operate correctly. 

The following information is required to generate the OSS Easy API license: 

• Niagara host identifier (e.g. Qnx-TITAN-0000-XXXX-XXXX). 

• Niagara host serial number (if the host is not a supervisor). 

Please send this information to One Sight Solutions: sales@onesight.solutions 

It is recommended that the license is installed on the Niagara host using the platform license 

manager import capability to download the license directly from the Niagara license server over the 

internet. 

If it is not possible for the host to download the license from the internet then One Sight Solutions 

can supply the necessary license files which can be installed manually. 

Ensure that the One Sight Solutions certificate is also installed, so the Niagara platform license 

manager should show both of the following files: 

• OneSightSolutions.license 

• OneSightSolutions.certificate 

The host should reboot during the license installation process. 

mailto:sales@onesight.solutions?subject=OSS%20Easy%20API%20License
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3.3 Platform DNS Configuration 
For the OSS Easy API software to make network connections using named web sites it requires that 

the host has a valid DNS server assigned. This is not required if only IP addresses are being used. 

This might be an internal DNS server or an external one such as Google (8.8.8.8). 

To ensure that your platform has a DNS server set up go to the Platform TCP/IP Configuration and 

look for the correct interface (i.e. the network connection you are using) and ensure the DNS servers 

property has a valid value. 

Niagara Supervisors will usually have this already set as part of the operating system configuration. 

But JACE hosts will have to be configured in the Platform Services as shown in Figure 1. 

 
Figure 1: Platform DNS Configuration 

Please contact your network system administrator if you are unsure if this is configured correctly. 
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4 Getting Started with OSS Easy API 

The following is a basic introduction to using the OSS Easy API Request component. 

First open the ‘OSS Easy API’ palette. 

Drag the ApiRequest component from the palette onto a wire-sheet. 

Go to the new ApiRequest component property sheet. 

The Api Url property should be set to the API web address, for example: 

https://www.metaweather.com/api/location/44418 

The Http Method for APIs is commonly a simple HTTP GET request, so can usually be left as the 

default value of ‘Get’. But this may need to be changed for more complex API requests, especially 

those requiring authentication. 

The documentation for the web API you are using will explain any authorisation required to make 

requests. Authorisation information may need to be supplied in the URL, HTTP POST body data or in 

HTTP header fields. The ApiRequest ‘Authorisation’ property only controls how HTTP header 

authorisation is handled. 

Some web APIs require HTTP headers to be added for the web API server to understand the request. 

These should be described in the API documentation. 

The ApiRequest ‘Automatic Update’ field is set to false if API requests are being made using the 

‘Send Request’ action. If this is set to true then regular requests will be made automatically, 

controlled by the ‘Update Period’ property. (Start with this as false until you are sure the request is 

working correctly). 

If a request is successful then the Response Body property will be set to the received response text 

and the Last Update property will be updated with the time the valid response was received. If the 

response was valid JSON data then the Response Json property will contain the JSON data. 

If the request was not successful then the Request Success property will be set to false and the 

Response Code property will contain an error code. The Response Error property will often contain 

some text indicating the cause of the failure. 

If the response contains JSON data then a set of new properties will be added to the end of the 

ApiRequest component containing the JSON fields and arrays (the ‘Data’ tree). These properties can 

then be used to link to other components, (usually using the Niagara composite feature). 

An example API request property sheet is shown in Figure 2. 



Version 2.1.1  6 of 33 

 
Figure 2: API Request Property Sheet Example 
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5 OSS Easy API Palette 

Figure 3 shows the OSS Easy API palette. 

 
Figure 3: OSS Easy API Palette 

Table 1 has a brief description of each item in the palette. 

Component Function Section Page 

ApiRequest The main component that is used to make HTTP API requests. 6 8 

UrlBuilder A component to make it easier to construct API URLs. 8 14 

JSON Decoders A collection of JSON decoding components. 9 14 

JSON Builders A collection of JSON construction components. 10 19 

tools General tools. 11 24 

extensions Extensions.  12 27 

Table 1: OSS Easy API Palette Items 



Version 2.1.1  8 of 33 

6 API Request Component Reference 

This section describes each property of the ‘ApiRequest’ component in more detail. 

6.1 Alarm 

If the alarm is enabled then an alarm will be generated whenever the API request component goes 

into fault (e.g. connection failure). Properties are provided so the alarm class, source name and fault 

message can be configured. 

6.2 Api Url 
The ‘Api Url’ property should be set to the web API endpoint URL, as described in the API 

documentation. 

The following are examples: 

• https://www.metaweather.com/api/location/32997 

• https://api.tfl.gov.uk/line/mode/tube/status 

• http://api.example.com:9123/device123/temp 

• http://131.16.1.35/latest 

• http://131.16.1.35:987/api/v2/user654/status 

OSS Easy API supports both HTTP and HTTPS requests (i.e. SSL/TLS). 

6.3 Http Method 
The ‘Http Method’ property specifies what type of HTTP request is used to access the web API URL. 

This is usually specified in the web API documentation, but the default value of ‘Get’ is the most 

common. 

The other values: ‘Post’ and ‘Put’ are used when data needs to be sent to the API in a ‘Http Body’ 

property. What needs to be put in the body will be described in the API documentation. The ‘Delete’ 

option should only be used when specifically described by the API documentation. 

6.4 Authorisation 
The ‘Authorisation’ property controls what authorisation information will be sent in the HTTP 

header. 

Note that there are other mechanisms for specifying authorisation information (in the URL or POST 

data), but this property only controls those that use the HTTP header. 

If the Authorisation property is set to ‘Basic Auth’ then the request will use HTTP basic authorisation. 

Refresh the property sheet and properties for a username and password will appear. These 

credentials will be included in an HTTP authorisation header entry as defined in RFC 7617. 

If the Authorisation property is set to ‘Bearer Token’ then the request will use Bearer 

Authentication. Refresh the property sheet and a property for the bearer token value will appear. 

This bearer token will be included in a bearer authorisation header entry. 

If the Authorisation property is set to ‘None’ then no HTTP authorisation headers will be added. 

https://en.wikipedia.org/wiki/Basic_access_authentication
https://datatracker.ietf.org/doc/html/rfc7617
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6.5 Http Header 
The ‘Http Header’ section allows the user to specify additional HTTP header entries. 

Use the ‘Add Header Entry’ to add a header property to the section, entering the header key for the 

name. This will appear as a string property inside the header section and the user can enter the 

header value manually or link to the property from another component. 

If a header property is no longer required it can be removed with the ‘Remove header Entry’ action. 

6.6 Http Cookies 
Within the ‘Http Header’ section there is a ‘Http Cookies’ section which allows the user to specify 

HTTP cookie entries. 

Similar to the Http Header section, cookie entries can be added and removed using actions and each 

entry appears as a string property with a value that can be set manually or using a link. 

6.7 Body Property 
The ‘Body Property’ allows the definition of the body value that will be sent with the POST or PUT 

request types. This property is not normally visible unless the Http Method property is set to ‘Post’ 

or ‘Put’. 

The value of this property is sent unprocessed, but is only suitable for UTF-8 text values, (e.g. JSON 

data). 

Note that if form data is being sent then it should all be on one line, with parameters separated with 

an ampersand, for example: 

param1=value1&param2=value2 

6.8 Automatic Update 
If the ‘Automatic Update’ property is false then a request will only be issued when the ‘Send 

Request’ action is invoked. 

If the property is true then the request will be repeated periodically as defined by the ‘Update 

Period’ property. 

6.9 Update Period 
The ‘Update Period’ property specifies how often requests are sent when the ‘Automatic Update’ 

property is true. 

This property is only visible when the ‘Automatic Update’ property is true. After setting the 

‘Automatic Update’ property to true refresh the property sheet to see the Update Period property. 

6.10 Use Thread Pool 
The ‘Use Thread Pool’ property controls how system resources are used when making API requests. 

If the ‘Use Thread Pool’ property is false then all resources required to make an API request will be 

loaded into memory on start-up to ensure that requests are processed as quickly as possible.  

If the ‘Use Thread Pool’ property is true then the resources required to make an API request will only 

be loaded into memory when the request is made. 

It is normally best if this value is left at the default value of false.  

But, if an application is experiencing problems with memory usage, for example when a large 

number of separate API request components are installed on a JACE, then it can be useful to be able 

to reduce the memory usage of some components that are not frequently used (e.g. those making 

authorisation requests). 
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6.11 Clear Output On Fault 
When the ‘Clear Output On Fault’ property is false and an API error occurs the response body and 

JSON properties will retain the value they had before the fault. 

If the ‘Clear Output On Fault’ property is set to true, the response body and JSON properties will be 

set to empty strings when an API fault occurs. 

6.12 Generate Data Tree 
If the ‘Generate Data Tree’ property is set to true, when valid JSON data is received the ‘Data’ 

property will be added (or updated) with a slot structure representation of the JSON data. 

If the ‘Generate Data Tree’ property is set to false then the ‘Data’ property will not be created. 

This option is often useful to reduce memory usage when response data is being processed directly 

(e.g. JSON data being manually decoded using other tools). 

Note that if the value is false then the ‘Data’ property will not be deleted, the user must manually 

delete the slot if it is not required (e.g. to save memory usage when large data payloads are 

returned). 

6.13 Request Success 
The ‘Request Success’ read-only property will be set to true if an API request has succeeded or false 

if the last request failed. 

Note that this state only refers to the success of the API request. If an API request is successful but 

the response data is not JSON then this property will still be set to true, but the response JSON 

property will not be updated. 

6.14 Last Request Success 
The ‘Last Request Success’ read-only property will be set to the time of the last successful API 

request. 

6.15 Response Code 
The ‘Response Code’ read-only property will be set to the HTTP response code returned from the 

last API request. 

This will usually have a value of 200 for a successful request and a value of 401 if the request is 

unauthorised. A list of common HTTP response codes can be found at this link. 

6.16 Response Header 
The ‘Response Header’ section will contain a set of read-only properties that represent the entries in 

the HTTP response header returned from the latest API request. 

Within this section is also a ‘Response Cookies’ section which will contain any cookie data returned 

in the HTTP response header. 

6.17 Response Body 
The ‘Response Body’ read-only property will be set to the raw HTTP response body, without any 

conversion. 

6.18 Response Json 
If an API request returns valid JSON data this will be put in the ‘Response Json’ read-only property. 

https://en.wikipedia.org/wiki/List_of_HTTP_status_codes


Version 2.1.1  11 of 33 

6.19 Response Error 
If an API request results in an error response any error response data will be put in the ‘Response 

Error’ read-only property. This may be blank if the server has not returned additional error 

information, in this case the Response Code will determine the fault. 

6.20 Data 
The ‘Data’ property is created dynamically to represent any valid JSON data that is extracted from a 

successful API response. 

Properties are created that best represent the JSON data with attribute-value pairs being converted 

to Niagara properties with values and arrays being converted to an enumerated list of Niagara 

properties with a name prefixed by ‘Idx’. 

It is recommended that the Niagara composite function is used to map any data fields that are 

generated to top-level component properties when these are to be linked to other components. 

Refer to section 7.1 for instructions on adding composites. 

6.21 Send Request 
The ‘Send Request’ action is used to send a web API request as defined by the component 

properties. 

7 Processing JSON Response Data 

7.1 Using the Data tree 
The API request component can retrieve any type of textual data from an API, but has additional 

features for processing JSON data responses. 

The most obvious mechanism for handling JSON data payloads is using the Data tree which is 

automatically constructed by parsing the JSON data key-pairs into properties. 

When using property values from this Data tree it is often more convenient to use the Niagara 

composite function to make the values available on the top level of the request component. 

Creating a data composite 

To create a composite from a JSON response value you first right click on the API request 

component. Near the bottom of the menu that appears is a Composite entry, click that. 

In the Composite Editor window that opens expand the nav-tree on the left section until you reach 

the value you wish to use. Select that value and click the ‘Add’ button at the top of the left pane. 

This will transfer the value to the list of composites in the right-hand section. If you wish to set the 

name that the property will appear as at the top level you can rename it here by selecting the entry 

on the right section and clicking the ‘Rename’ button at the top of the right-hand pane. 

When you have arranged all the data fields you wish to access click OK at the bottom of the windows 

to create the composites. 

An example of the Composites editor window is shown in Figure 4. 

https://en.wikipedia.org/wiki/JSON
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Figure 4: Composite Editor 

7.2 Using the JSON decoding tools 
Sometimes it is easier or more efficient to extract data from a JSON response using the provided 

JSON decoding tools. 

These tools can be found in the JSON Decoders folder in the OSS Easy API palette. 

Note that if the JSON payload is being decoded directly in this way then the Data tree generation can 

be disabled using the ‘Generate Data Tree’ property, which can save memory, especially if large 

JSON payloads are being received. 
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Open Weather Map JSON Decode Example 

The following example uses JSON decoding components to extract the current temperature and 

humidity from the JSON data returned by the Open Weather Map API. 

 
Figure 5: Open Weather Map JSON Decode Example 

First a ‘JsonObjectSelect’ component is used to extract the data in the ‘current’ JSON object field. 

This ‘current’ JSON object data is then passed to a ‘JsonDemux’ component that extract all fields 

from the object into Niagara properties. 

Then the temperature and humidity property values can be linked to and used by other parts of the 

Niagara station, such as control logic or dashboard views. 

TFL Road Status JSON Decode Example 

The following example uses JSON decoding components to extract the congestion status of the A3 

road from the JSON data returned by the Transport For London Road Status API. 

 
Figure 6: TFL Road Status JSON Decode Example 

A ‘JsonPath’ component is used to apply a JSON Path Query to the data provided by the API. 

This uses the following query expression: 

$.[?(@.url=='/Road/a3')].statusSeverityDescription 

This query extracts the ‘statusSeverityDescription’ JSON field from an object in an array, where the 

object has a ‘url’ field that has the value ‘/Road/a3’. 

This allows logic to be created that can extract data from a JSON array when the array data is not 

always in the same order, so using a fixed array index is not appropriate. 

Refer to the JSON Path Query GitHub resource for more information on creating JSON Path 

expressions. 

https://openweathermap.org/
https://tfl.gov.uk/
https://github.com/json-path/JsonPath
https://github.com/json-path/JsonPath
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8 URL Builder 

The API request URL property can be provided as a fixed value or linked from another component. 

If there are elements of the URL that need to change the URL builder tool is provided in the palette 

to make it easier to link to those variable elements. 

The URL builder tool works a bit like the standard kit controls String Concat component, but with 

additional features for handling URL queries. 

An example is shown in Figure 7. 

 
Figure 7: URL Builder Example 

In this example an account identifier is being inserted into the main path of the URL and an API key is 

being added as a URL query parameter (made visible using the composite function). 

9 JSON Decoders 

9.1 JSON Decoders Overview 

A set of components are provided to support decoding JSON API responses directly. 

These tools can be found in the JSON Decoders folder in the OSS Easy API palette. 

Examples of how to use these components are included in section 7.2. 

Table 2 contains a brief overview of the different JSON handling components: 

Component Function 

JsonObjectSelect Extract a single element from a JSON object 

JsonArraySelect Extract a single element from a JSON array 

JsonDemux Extract multiple elements from a JSON object 

JsonPath Apply a JSON path query to some JSON data 

JsonTree Generate a data tree from the provided JSON data 

Table 2: JSON Decoder Components 

Note that if the JSON payload is being decoded directly with these tools then the Data tree 

generation can be disabled using the ‘Generate Data Tree’ property, which can save memory, 

especially if large JSON payloads are being received. 
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9.2 JsonObjectSelect 

The JsonObjectSelect component extracts a single value from a JSON object input. 

The source JSON data is linked to the Json In property and the key name of the value that is required 

is entered in the Key Name property, then the Out property will be set to the JSON value extracted 

from the input. 

 
Figure 8: JsonObjectSelect Property Sheet 

In the example shown in Figure 8 the value of the ‘sun_rise’ field is being extracted from the JSON 

input. 

If the Process On Change property is true then the Out property will change whenever the Json In 

property changes. If this is set to false then the Out value will only change when the Decode Input 

action is run. 

If the Clear Output On Fault property is set to true then if there is a fault (e.g. the specified Key 

Name is not present in the input JSON) then the Out property will be cleared. If this is set to false 

then the Out property will retain any previous value when a fault occurs. 

If the Ignore Empty Input property is set to true then if the Json In property is empty then the 

component will take no action. If this is set to false then a fault will be generated if the Json In 

property is empty. 
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9.3 JsonArraySelect 

The JsonArraySelect component extracts a single entry from a JSON array input. 

The source JSON data is linked to the Json In property and the index of the required array entry is 

entered in the Array Index property, then the Out property will be set to the JSON element extracted 

from the array. 

 
Figure 9: JsonArraySelect Property Sheet 

In the example shown in Figure 9 the item 8 in the input JSON array is being extracted. The result is 

another portion of JSON data which can be further decoded using the other JSON tools. 

The Array Index Start property defines the index of the first item in the JSON array. Some numbering 

conventions may wish to start at zero and some start at one. 

If the Process On Change property is true then the Out property will change whenever the Json In 

property changes. If this is set to false then the Out value will only change when the Decode Input 

action is run. 

If the Clear Output On Fault property is set to true then if there is a fault (e.g. the specified index is 

outside the range of the input JSON array) then the Out property will be cleared. If this is set to false 

then the Out property will retain any previous value when a fault occurs. 

If the Ignore Empty Input property is set to true then if the Json In property is empty then the 

component will take no action. If this is set to false then a fault will be generated if the Json In 

property is empty. 
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9.4 JsonDemux 

The JsonDemux component extracts more than one value from a JSON object input. 

The source JSON data is linked to the Json In property and the relevant elements of the JSON object 

are extracted and added to the component as slots or points (according to how it is configured). 

 
Figure 10: JsonDemux Example Wiresheet 

 
Figure 11: JsonDemux Property Sheet 

In the example shown in Figure 10 and Figure 11 the current weather data is being extracted from 

the JSON returned from a weather API. The JsonDemux ‘Key Ignore List’ property is being used to 
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remove elements from the JSON object so that only the data that is required is extracted and used 

to create the property slots. 

The Key Ignore List property is a comma separated list of JSON object key names that should be 

excluded from the decode, so property slots will not be created for these items. 

The Decode Folder property defines a folder that will be created which will contain the generated 

property slots. If the property value is empty then no folder is created and properties are placed in 

the JsonDemux component. 

If the Create Points property is false then Niagara property slots will be created. If the value is true 

then Niagara points will be created which can directly support history or alarm extensions. Note that 

any points created will not be automatically removed to ensure that no histories or alarms are 

accidentally deleted. The user must manually delete points if they are no longer needed. 

The Point Prefix property is an identifier that will be automatically added to the beginning of any 

points created, this makes it easier to ensure the point names are unique if required. This is a 

BFormat property so can reference other component properties or attributes (e.g. the parent 

components name). Click on the question mark symbol for a description of BFormat usage. 

If the Pin Decode Slots property is true then any property slots that are created will also be pinned, 

so they are visible on the wiresheet. If the value is false the properties will be created but not 

automatically pinned, so will not be visible on the wiresheet by default. 

If the Remove Old Slots property is true then any property slots that have previously been created, 

but are no longer present in the input JSON will be removed. If this property is false then all slots will 

be retained. Note that if points are being created they will always be retained, even if this property 

is true. 

If the Set Old Points Stale property is true and points are being created then any points that have 

previously been created but are no longer present in the input JSON will be given a stale status. If 

the data for those points reappears in the input JSON then the point status will go back to ok. 

9.5 JsonPath 

The JsonPath component extracts elements from JSON input data using a query. 

The source JSON data is linked to the Json In property and the Path Expression is applied to that data 

and the result of the query is placed in the Out property. 

The JSON query expression uses the JsonPath query language, for more details see the JsonPath 

GitHub page: https://github.com/json-path/JsonPath. 

A full explanation of the capabilities of the JsonPath query language is beyond the scope of this 

document, please refer to the above JsonPath documentation. 

An example of the use of this component is shown in section 7.2. 

The JsonPath component provides a powerful tool for searching and extracting JSON data but care 

should be taken to monitor the Niagara system resource usage if a number of these components are 

being used in the same station, especially if the host is a JACE, or other platform with limited 

resources. 

https://github.com/json-path/JsonPath
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9.6 JsonTree 

The JsonTree component generates a tree of properties that represent the value and structure of 

the JSON data input. 

This works in the same way as the ‘Data’ tree that is generated by the ApiRequest component. 

Having this function as a separate tool can be useful if an API returns a large amount of data, but 

only a small portion is required to be extracted. The other JSON decode tools can be used to extract 

the portion of data required and the JsonTree tool can then be used to extract the individual values. 

This can be useful to save memory. 

 
Figure 12: JsonTree Example Wiresheet 

10 JSON Builders 

10.1 JSON Builders Overview 

A set of components are provided to support constructing simple JSON data structures when these 

are required to be sent to APIs (for example in POST or PUT requests). 

These tools can be found in the JSON Builders folder in the OSS Easy API palette. 

An example of how to use these components are included in section 10.10. 

Table 3 contains a brief overview of the different JSON construction components: 

Component Function 

JsonBuilder Top-level JSON builder component. 

JsonObjectFolder Component to represent a JSON object. 

JsonArrayFolder Component to represent a JSON array. 

JsonNumeric Component to represent a JSON numeric primitive. 

JsonInteger Component to represent a JSON integer primitive. 

JsonBoolean Component to represent a JSON Boolean primitive. 

JsonString Component to represent a JSON string primitive. 

JsonEnum Component to convert a Niagara Enum to a JSON primitive. 

Table 3: JSON Builder Components 

10.2 JsonBuilder 
The JsonBuilder component is the top-level container component for all other JsonBuilder 

components and provides the out slot that contains the resulting JSON text generated. 
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Generating JSON data must start with placing a JsonObjectFolder or a JsonArrayFolder 

component into a JsonBuilder component. This acts as the top-level JSON element, (i.e. either 

an object or an array) and the name of this top-level component is not used. This object or array 

component is then populated with sub-components to provide the JSON data required. 

10.3 JsonObjectFolder 
The JsonObjectFolder component represents a JSON object and should be placed in the 

JsonBuilder hierarchy wherever a JSON object is required. The child elements of the JSON object are 

then placed inside this component. 

When not used as the top-level JSON element, or in an array the name of this component will be 

used as the JSON key of this element in the JSON data structure generated. 

10.4 JsonArrayFolder 
The JsonArrayFolder component represents a JSON array and should be placed in the 

JsonBuilder hierarchy wherever a JSON array is required. The child elements of the JSON array are 

then placed inside this component. It is the responsibility of the user to ensure the types of child 

elements are consistent. 

When not used as the top-level JSON element, or in another array the name of this component will 

be used as the JSON key of this element in the JSON data structure generated. 

10.5 JsonNumeric 
The JsonNumeric component represents a JSON numeric primitive element and should be placed 

within a JsonObjectFolder or JsonArrayFolder component. 

The JsonNumeric component property sheet is shown in Figure 13. 

 

Figure 13: JsonNumeric Property Sheet 

The ‘Value’ property is the numeric value that will be placed in the JSON data for this numeric 

primitive. 

The ‘Numeric Precision’ property controls the maximum number of numeric digits that will be placed 

after the decimal point. 

The ‘Is Null’ property controls whether the JSON primitive will be set to the JSON ‘null’ value instead 

of the numeric value. 

The ‘Generate On Cov’ property controls whether the complete JSON data structure will be 

regenerated when the value property changes. 
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10.6 JsonInteger 
The JsonInteger component represents a JSON numeric integer primitive element and should be 

placed within a JsonObjectFolder or JsonArrayFolder component. 

The JsonInteger component property sheet is shown in Figure 14. 

 

Figure 14: JsonInteger Property Sheet 

The ‘Value’ property is the numeric integer value that will be placed in the JSON data for this 

numeric primitive. 

The ‘Is Null’ property controls whether the JSON primitive will be set to the JSON ‘null’ value instead 

of the numeric value. 

The ‘Generate On Cov’ property controls whether the complete JSON data structure will be 

regenerated when the value property changes. 

10.7 JsonBoolean 
The JsonBoolean component represents a JSON Boolean primitive element and should be placed 

within a JsonObjectFolder or JsonArrayFolder component. 

The JsonBoolean component property sheet is shown in Figure 15. 

 

Figure 15: JsonBoolean Property Sheet 

The ‘Value’ property is the Boolean value that will be placed in the JSON data for this Boolean 

primitive. 

The ‘Is Null’ property controls whether the JSON primitive will be set to the JSON ‘null’ value instead 

of the Boolean value. 

The ‘Generate On Cov’ property controls whether the complete JSON data structure will be 

regenerated when the value property changes. 
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10.8 JsonString 
The JsonString component represents a JSON string primitive element and should be placed within a 

JsonObjectFolder or JsonArrayFolder component. 

The JsonString component property sheet is shown in Figure 16. 

 

Figure 16: JsonString Property Sheet 

The ‘Value’ property is the string text value that will be placed in the JSON data for this string 

primitive. 

The ‘Is Null’ property controls whether the JSON primitive will be set to the JSON ‘null’ value instead 

of the string value. 

The ‘Generate On Cov’ property controls whether the complete JSON data structure will be 

regenerated when the value property changes. 

10.9 JsonEnum 
The JsonEnum component converts a Niagara Enum to an appropriate JSON primitive element and 

should be placed within a JsonObjectFolder or JsonArrayFolder component. 

The JsonEnum component property sheet is shown in Figure 17. 

 

Figure 17: JsonEnum Property Sheet 

The ‘Value’ property is the Niagara Enum input which will be converted to a JSON value. 

The ‘Enum Mode’ property controls how the input value is converted to a JSON value. 

The ‘Is Null’ property controls whether the JSON primitive will be set to the JSON ‘null’ value instead 

of the converted value. 

The ‘Generate On Cov’ property controls whether the complete JSON data structure will be 

regenerated when the value property changes. 
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10.10 JsonBuilder Example 
An example of JsonBuilder usage is shown in Figure 18. 

 

Figure 18: JsonBuilder Example 

This JSON builder example will result in the following JSON data (when shown in ‘pretty-print’). 
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{ 

  "customerId": 6528, 

  "readings": [ 

    { 

      "date": "2022-17-21", 

      "value": 5385.2 

    }, 

    { 

      "date": "2022-17-22", 

      "value": 5725.2 

    } 

  ] 

} 

11 General Tools 

11.1 General Tools Overview 

A set of general tool components are provided to support various aspects of API access. 

These tools can be found in the ‘tools’ folder in the OSS Easy API palette. 

Table 4 contains a brief overview of the different tools components: 

Component Function 

Trigger Tool for triggering actions on value changes. 

TimeEncode Convert a Niagara time to various formats. 

TimeDecode Convert an external time to various formats. 

FileToString Read the contents of a file into a string. 

Table 4: Tools Components 

11.2 Trigger 
The Trigger component is used for triggering actions when values change. 

For example this can be used to initiate an API request when a property value changes. The changes 

to the property can then be included in a post to an API endpoint to update a value on a server. 

The property sheet of the Trigger component is shown in Figure 19. 
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Figure 19: Trigger Property Sheet 

There are three input properties: ‘String Input’, ‘Numeric Input’ and ‘Boolean Input’. 

If any of these properties change an ‘Output Trigger’ topic is fired. 

The ‘Boolean Mode’ property controls what type of Boolean change will cause the trigger to fire: 

‘False To True’, ‘True To False’ or ‘Any Change’. 

The ‘Trigger Delay’ causes a delay from  the input change to the output trigger being fired. 

11.3 Time Encode 
The TimeEncode component is used for converting a Niagara time, or the current time into other 

time formats, including a configurable time format. 

The property sheet of the Time Encode component is shown in Figure 20. 

 

Figure 20: Time Encode Property Sheet 
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The source time can come from the ‘Time Input’ property, or if the ‘Use Current Time’ property is set 

to true then the current station time is used. 

The output times are updated whenever the Time Input changes, or if the ‘Update’ action is run. 

A number of standard time formats are provided, as well as a custom time format that is controlled 

using the ‘Custom Time Format’ property. 

For information on how to configure the custom time format see definition of the Java 

SimpleDateFormat class. 

Whenever the output times are updated the ‘Updated Trigger’ topic is fired, so other components 

can act on those changes. 

11.4 Time Decode 
The TimeDecode component is used for decoding an input time from standard or custom formats 

into alternative formats including native Niagara time. 

The property sheet of the Time Decode component is shown in Figure 21. 

 

Figure 21: Time Decode Property Sheet 

The ‘Time Input’ property should be set to the time string to decode. 

The ‘Time Input Format’ property controls how the input time is decoded. 

If the format is set to ‘Text’ then the ‘Text Time Format’ property is used to decode the input. 

For information on how to configure the decode text time format see definition of the Java 

SimpleDateFormat class. 

11.5 File To String 
The FileToString component is used for reading the contents of a file and placing that in a 

string property. 

The property sheet of the File To String component is shown in Figure 22. 

https://docs.oracle.com/javase/7/docs/api/java/text/SimpleDateFormat.html
https://docs.oracle.com/javase/7/docs/api/java/text/SimpleDateFormat.html
https://docs.oracle.com/javase/7/docs/api/java/text/SimpleDateFormat.html
https://docs.oracle.com/javase/7/docs/api/java/text/SimpleDateFormat.html


Version 2.1.1  27 of 33 

 

Figure 22: File To String Property Sheet 

The ‘Input File Path’ property is used to select the file to read. 

The ‘Out’ property contains the contents of the file. 

The file can be re-read by running the ‘Update’ action. 

12 Extensions 

12.1 Stale Alarm Extension 

The ‘StaleAlatmExt’ is available in the ‘extensions’ folder of the palette and can be dropped into an 

ApiRequest component to generate alarms when API request data has become stale. 

The extension provides the common alarm properties so the alarm class, source name and fault 

message can be configured. 

There is also a ‘Stale Timeout’ property. 

If the parent API request component has not had a successful API request for the Stale Timeout 

period then an alarm will be generated. 

Note that this extension will not generate alarms if API requests fail, only if a request has not 

succeeded for a given period of time. 

If the application requires an alarm when requests fail then the ApiRequest built in alarm capability 

should be used. 
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Figure 23: Stale Alarm Extension Property Sheet 

13 Troubleshooting 

13.1 HTTP Response Code 415 

If an API request fails with a 415 response code then it is usually because the request is posting data 

to an API without specifying what type of data it is sending. 

To fix this you should add a ‘Content-Type’ header entry. 

The value of the Content-Type header entry will depend on the type of data you are sending. 

If you are sending JSON data then the value should be ‘application/json’ as shown in Figure 24. 

 
Figure 24: JSON Post Content Type Example 
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If you are instead sending URL encoded “form” data then the value should be                  

‘application/x-www-form-urlencoded’ as shown in Figure 25. 

 
Figure 25: URL Encoded Post Content Type Example 

13.2 HTTP Response Code 406 

If an API request fails with a 406 response code then it is usually because the API webserver requires 

the request to specify what type of data it wants to be sent. 

To fix this you should add an ‘Accept’ header entry. 

The value of the Accept header will most often be ‘application/json’ so the API will send JSON data, 

which OSS Easy API can easily decode. But other data types can be specified if required. 

 
Figure 26: Accept Header Entry Example 
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13.3 Forbidden or Bad Request 

If an API request fails with a ‘Forbidden’ (403) or ‘Bad Request’ (400) response then it may be due to 

the API webserver requiring a special value in the ‘User-Agent’ header entry. 

Some APIs require applications to specify particular details in their User-Agent data, this will usually 

be explained in the API authentication documentation or possibly the API terms of use description. 

Sometimes it is enough for a request to just emulate a web browser for the server to accept the 

request, in this case the ‘User-Agent’ header entry should be set to a value that a browser might use. 

For example:  Mozilla/5.0 (Windows NT 10.0; Win64; x64) Chrome/91.0.4472.164 

 
Figure 27: User-Agent Header Field Example 

13.4 Data Tree Links Breaking 
If links have been made to generated properties inside the ‘Data’ tree folder and these links are 

sometimes becoming disconnected, then this may be due to variations in the data that the API is 

returning. 

For example, if an API returns JSON data with “temp”, “humidity” and “co2” fields, but occasionally 

does not send the “co2” (only the temp and humidity) then the Niagara property that represents the 

“co2” field will be deleted. So, any link to that “co2” property will become disconnected and Niagara 

will not reconnect the link if the “co2” field reappears. 

In this situation the required data should be extracted from the returned JSON data directly using 

the JSON decode components, as described in sections 9 and 7.2. 

13.5 Failed Certificate Validation 

If a “failed certificate validation” fault occurs then it is possible that the Certificate Authority (CA) 

that the API webserver is using to secure HTTPS communications is not registered in the Niagara 

Certificate Manager trust store. 

To fix this you must first obtain the CA certificate for the API website in PEM format, contact the API 

provider to obtain this. 

Then you must go to the platform certificate manager for the host you are running the request on. 

Switch to the user trust store tab and click the import button at the bottom. Select the CA certificate 

PEM file for the site and import it. Once this is imported you should approve the corresponding 

website host in the host tab, (you may need to make another request, which will fail then return to 

the certificate manager host tab before you can complete the approval). 
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14 Appendix 

14.1 End User License Agreement 

14.1.1 License 
By receiving, opening the file package, and/or using OSS Easy API ("Software") containing this 

software, you agree that this End User License Agreement (EULA) is a legally binding and valid 

contract and agree to be bound by it. You agree to abide by the intellectual property laws and all of 

the terms and conditions of this Agreement. 

Unless you have a different license agreement signed by One SightSolutions Ltd your use of OSS Easy 

API indicates your acceptance of this license agreement and warranty. 

Subject to the terms of this Agreement, One SightSolutions Ltd grants to you a limited, non-

exclusive, non-transferable license, without right to sub-license, to use OSS Easy API in accordance 

with this Agreement and any other written agreement with One SightSolutions Ltd. One 

SightSolutions Ltd does not transfer the title of OSS Easy API to you; the license granted to you is not 

a sale. This agreement is a binding legal agreement between One SightSolutions Ltd and the 

purchasers or users of OSS Easy API. 

If you do not agree to be bound by this agreement, remove OSS Easy API from your computer now 

and, if applicable, promptly return to One SightSolutions Ltd by mail any copies of OSS Easy API and 

related documentation and packaging in your possession. 

14.1.2 Distribution 
ossEasyAPI and the license herein granted shall not be copied, shared, distributed, re-sold, offered 

for re-sale, transferred or sub-licensed in whole or in part except that you may make one copy for 

archive purposes only. For information about redistribution of OSS Easy API contact One 

SightSolutions Ltd. 

14.1.3 User Agreement 

14.1.3.1 Use 

Your license to use OSS Easy API is limited to the number of licenses purchased by you. You shall not 

allow others to use, copy or evaluate copies of OSS Easy API. 

14.1.3.2 Use Restrictions 

You shall use OSS Easy API in compliance with all applicable laws and not for any unlawful purpose. 

Without limiting the foregoing, use, display or distribution of OSS Easy API together with material 

that is pornographic, racist, vulgar, obscene, defamatory, libellous, abusive, promoting hatred, 

discriminating or displaying prejudice based on religion, ethnic heritage, race, sexual orientation or 

age is strictly prohibited. 

Each licensed copy of OSS Easy API may be used on one single computer location by one user. Use of 

OSS Easy API means that you have loaded, installed, or run OSS Easy API on a computer or similar 

device. If you install OSS Easy API onto a multi-user platform, server or network, each and every 

individual user of OSS Easy API must be licensed separately. 

You may make one copy of OSS Easy API for backup purposes, providing you only have one copy 

installed on one computer being used by one person. Other users may not use your copy of OSS Easy 

API. The assignment, sublicense, networking, sale, or distribution of copies of OSS Easy API are 

strictly forbidden without the prior written consent of One SightSolutions Ltd. It is a violation of this 

agreement to assign, sell, share, loan, rent, lease, borrow, network or transfer the use of OSS Easy 

API. If any person other than yourself uses OSS Easy API registered in your name, regardless of 
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whether it is at the same time or different times, then this agreement is being violated and you are 

responsible for that violation! 

14.1.3.3 Copyright Restriction 

This Software contains copyrighted material, trade secrets and other proprietary material. You shall 

not, and shall not attempt to, modify, reverse engineer, disassemble or decompile OSS Easy API. Nor 

can you create any derivative works or other works that are based upon or derived from OSS Easy 

API in whole or in part. 

One SightSolutions Ltd's name, logo and graphics file that represents OSS Easy API shall not be used 

in any way to promote products developed with OSS Easy API. One SightSolutions Ltd  retains sole 

and exclusive ownership of all right, title and interest in and to OSS Easy API and all Intellectual 

Property rights relating thereto. 

Copyright law and international copyright treaty provisions protect all parts of OSS Easy API, 

products and services. No program, code, part, image, audio sample, or text may be copied or used 

in any way by the user except as intended within the bounds of the single user program. All rights 

not expressly granted hereunder are reserved for One SightSolutions Ltd. 

14.1.3.4 Limitation of Responsibility 

You will indemnify, hold harmless, and defend One SightSolutions Ltd, its employees, agents and 

distributors against any and all claims, proceedings, demand and costs resulting from or in any way 

connected with your use of One SightSolutions Ltd's Software. 

In no event (including, without limitation, in the event of negligence) will One SightSolutions Ltd, its 

employees, agents or distributors be liable for any consequential, incidental, indirect, special or 

punitive damages whatsoever (including, without limitation, damages for loss of profits, loss of use, 

business interruption, loss of information or data, or pecuniary loss), in connection with or arising 

out of or related to this Agreement, OSS Easy API or the use or inability to use OSS Easy API or the 

furnishing, performance or use of any other matters hereunder whether based upon contract, tort 

or any other theory including negligence. 

One SightSolutions Ltd's entire liability, without exception, is limited to the customers' 

reimbursement of the purchase price of the Software (maximum being the lesser of the amount paid 

by you and the suggested retail price as listed by One SightSolutions Ltd) in exchange for the return 

of the product, all copies, registration papers and manuals, and all materials that constitute a 

transfer of license from the customer back to One SightSolutions Ltd. 

14.1.3.5 Warranties 

Except as expressly stated in writing, One SightSolutions Ltd makes no representation or warranties 

in respect of this Software and expressly excludes all other warranties, expressed or implied, oral or 

written, including, without limitation, any implied warranties of merchantable quality or fitness for a 

particular purpose. 

14.1.3.6 Governing Law 

This Agreement shall be governed by the law of the United Kingdom applicable therein. You hereby 

irrevocably attorn and submit to the non-exclusive jurisdiction of the courts of United Kingdom 

therefrom. If any provision shall be considered unlawful, void or otherwise unenforceable, then that 

provision shall be deemed severable from this License and not affect the validity and enforceability 

of any other provisions. 
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14.1.3.7 Termination 

Any failure to comply with the terms and conditions of this Agreement will result in automatic and 

immediate termination of this license. Upon termination of this license granted herein for any 

reason, you agree to immediately cease use of OSS Easy API and destroy all copies of OSS Easy API 

supplied under this Agreement. The financial obligations incurred by you shall survive the expiration 

or termination of this license. 

14.1.4 Disclaimer Of Warranty 
This software and the accompanying files are sold "as is" and without warranties as to 

performance or merchantability or any other warranties whether expressed or implied. this 

disclaimer concerns all files generated and edited by OSS Easy API as well. 

14.1.5 Consent Of Use Of Data 
You agree that One SightSolutions Ltd may collect and use information gathered in any manner as 

part of the product support services provided to you, if any, related to OSS Easy API. One 

SightSolutions Ltd may also use this information to provide notices to you which may be of use or 

interest to you. 

End of license agreement 

 


